2S03 Assignment #4

Filter.c

#include "filter.h"

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include <math.h>

RGB \*readPPM(const char \*file, int \*width, int \*height, int \*max){

FILE \*fi;

fi = fopen(file,"r");

int i = 0;

int c = 0;

fgetc(fi);

fgetc(fi); //Ignore the first line in PPM file

int check = fscanf(fi, "%d %d", width, height);

if (check != 2) {

printf("Error!Incorrect image size!");

return;

}

int check2 = fscanf(fi, "%d", max);

if (check2 != 1) {

printf("Error!Incorrect max RGB value!");

return;

}

int size = (\*width) \* (\*height); //# of elements

RGB \*image = malloc(size\*sizeof(RGB));

while (!feof (fi)) {

fscanf(fi, "%d", &i);

image[c].r = i;

fscanf(fi, "%d", &i);

image[c].g = i;

fscanf(fi, "%d", &i);

image[c].b = i;

c++;

}

fclose(fi);

return (image);

}

void writePPM(const char \*file, int width, int height, int max, const RGB \*image){

FILE \*fi;

fi = fopen(file,"w"); //change this

fprintf(fi, "P3\n");

fprintf(fi, "%d %d\n", width, height);

fprintf(fi, "%d\n", max);

int size = width\*height;

for(int j = 1; j<=size; j++){

fprintf(fi, "%d ", image[j-1].r);

fprintf(fi, "%d ", image[j-1].g);

fprintf(fi, "%d\t", image[j-1].b);

if(j%(width) == 0){

fprintf(fi, "\n");

}

}

fclose(fi);

}

int cmp (const void \* a, const void \* b) {

return ( \*(int\*)a - \*(int\*)b );

}

RGB \*denoiseImage(int width, int height, const RGB \*image, int n, filter f){

int size = (width) \* (height);

RGB \*image2 = malloc(size\*sizeof(RGB));

int a = n >> 1;

for(int p = 0 ; p < size ; p++ ){

int totalr = 0;

int totalg = 0;

int totalb = 0;

int y = p / width;

int x = p % width;

int index = 0;

int reds[n\*n];

int greens[n\*n];

int blues[n\*n];

for (int i = y - a; i <= y + a; i++) {

for (int j = x - a; j <= x + a; j++) {

if (i >= 0 && j >= 0 && i < height && j < width) {

if (f == MEAN) {

totalr += image[i\*width+j].r;

totalg += image[i\*width+j].g;

totalb += image[i\*width+j].b;

} else {

reds[index] = image[i\*width+j].r;

greens[index] = image[i\*width+j].g;

blues[index] = image[i\*width+j].b;

}

index++;

}

}

}

if (f == MEAN) {

image2[p].r = (totalr + 0.5) / index;

image2[p].g = (totalg + 0.5) / index;

image2[p].b = (totalb + 0.5) / index;

}

else {

qsort(reds, index, sizeof(int), cmp);

qsort(greens, index, sizeof(int), cmp);

qsort(blues, index, sizeof(int), cmp);

int m = index / 2;

if (index % 2 == 1) {

image2[p].r = reds[m];

image2[p].g = greens[m];

image2[p].b = blues[m];

} else {

image2[p].r = (reds[m] + reds[m - 1]) / 2;

image2[p].g = (greens[m] + greens[m - 1]) / 2;

image2[p].b = (blues[m] + blues[m - 1]) / 2;

}

}

}

return image2;

}

Main.c

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include "filter.h"

int main(int argc, char \*argv[]) {

if (argc < 5 ) {

printf("\n Usage: ./denoise input.ppm output.ppm N F \n input.ppm is the name of the input file\n output.ppm is the name of the output file \n N specifies the size of the window\n F is the type of filtering");

return 1;

}

const char \*infile = (argv[1]), \*outfile = (argv[2]), \*type = (argv[4]);

int size = atoi(argv[3]); //Converts command line argument into integer

int width, height, max;

printf("Reading file %s\n", infile);

clock\_t start, end;

double cpu\_time\_used;

start = clock();

RGB \*readfile = readPPM(infile, &width, &height, &max);

end = clock();

cpu\_time\_used = ((double) (end - start)) / CLOCKS\_PER\_SEC;

printf("\*\*\*\t %s read in %e seconds\n", infile, cpu\_time\_used);

filter rtype;

if ((\*type) == 'A')

{

printf("Processing %d x %d image using %d x %d and mean filter...\n", width, height, size, size);

rtype = MEAN;

}

else

{

printf("Processing %d x %d image using %d x %d and median filter...\n", width, height, size, size);

rtype = MEDIAN;

}

start = clock();

RGB \*writefile = denoiseImage (width, height, readfile, size, rtype);

end = clock();

cpu\_time\_used = ((double) (end - start)) / CLOCKS\_PER\_SEC;

printf("\*\*\*\t image processed in %e seconds\n", cpu\_time\_used);

printf("Writing file %s", outfile);

start = clock();

writePPM(outfile, width, height, max, writefile);

printf("\n");

end = clock();

cpu\_time\_used = ((double) (end - start)) / CLOCKS\_PER\_SEC;

printf("\*\*\* %s write in %e seconds\n", outfile, cpu\_time\_used);

free(readfile);

free(writefile);

return 0;

}

Flat profile:

Each sample counts as 0.01 seconds.

% cumulative self self total

time seconds seconds calls s/call s/call name

97.72 9.41 9.41 1 9.41 9.41 denoiseImage

1.67 9.57 0.16 1 0.16 0.16 writePPM

0.94 9.66 0.09 1 0.09 0.09 readPPM

% the percentage of the total running time of the

time program used by this function.

cumulative a running sum of the number of seconds accounted

seconds for by this function and those listed above it.

self the number of seconds accounted for by this

seconds function alone. This is the major sort for this

listing.

calls the number of times this function was invoked, if

this function is profiled, else blank.

self the average number of milliseconds spent in this

ms/call function per call, if this function is profiled,

else blank.

total the average number of milliseconds spent in this

ms/call function and its descendents per call, if this

function is profiled, else blank.

name the name of the function. This is the minor sort

for this listing. The index shows the location of

the function in the gprof listing. If the index is

in parenthesis it shows where it would appear in

the gprof listing if it were to be printed.

Call graph (explanation follows)

granularity: each sample hit covers 2 byte(s) for 0.10% of 9.66 seconds

index % time self children called name

<spontaneous>

[1] 100.0 0.00 9.66 main [1]

9.41 0.00 1/1 denoiseImage [2]

0.16 0.00 1/1 writePPM [3]

0.09 0.00 1/1 readPPM [4]

-----------------------------------------------

9.41 0.00 1/1 main [1]

[2] 97.4 9.41 0.00 1 denoiseImage [2]

-----------------------------------------------

0.16 0.00 1/1 main [1]

[3] 1.7 0.16 0.00 1 writePPM [3]

-----------------------------------------------

0.09 0.00 1/1 main [1]

[4] 0.9 0.09 0.00 1 readPPM [4]

-----------------------------------------------

This table describes the call tree of the program, and was sorted by

the total amount of time spent in each function and its children.

Each entry in this table consists of several lines. The line with the

index number at the left hand margin lists the current function.

The lines above it list the functions that called this function,

and the lines below it list the functions this one called.

This line lists:

index A unique number given to each element of the table.

Index numbers are sorted numerically.

The index number is printed next to every function name so

it is easier to look up where the function in the table.

% time This is the percentage of the `total' time that was spent

in this function and its children. Note that due to

different viewpoints, functions excluded by options, etc,

these numbers will NOT add up to 100%.

self This is the total amount of time spent in this function.

children This is the total amount of time propagated into this

function by its children.

called This is the number of times the function was called.

If the function called itself recursively, the number

only includes non-recursive calls, and is followed by

a `+' and the number of recursive calls.

name The name of the current function. The index number is

printed after it. If the function is a member of a

cycle, the cycle number is printed between the

function's name and the index number.

For the function's parents, the fields have the following meanings:

self This is the amount of time that was propagated directly

from the function into this parent.

children This is the amount of time that was propagated from

the function's children into this parent.

called This is the number of times this parent called the

function `/' the total number of times the function

was called. Recursive calls to the function are not

included in the number after the `/'.

name This is the name of the parent. The parent's index

number is printed after it. If the parent is a

member of a cycle, the cycle number is printed between

the name and the index number.

If the parents of the function cannot be determined, the word

`<spontaneous>' is printed in the `name' field, and all the other

fields are blank.

For the function's children, the fields have the following meanings:

self This is the amount of time that was propagated directly

from the child into the function.

children This is the amount of time that was propagated from the

child's children to the function.

called This is the number of times the function called

this child `/' the total number of times the child

was called. Recursive calls by the child are not

listed in the number after the `/'.

name This is the name of the child. The child's index

number is printed after it. If the child is a

member of a cycle, the cycle number is printed

between the name and the index number.

If there are any cycles (circles) in the call graph, there is an

entry for the cycle-as-a-whole. This entry shows who called the

cycle (as parents) and the members of the cycle (as children.)

The `+' recursive calls entry shows the number of function calls that

were internal to the cycle, and the calls entry for each member shows,

for that member, how many times it was called from other members of

the cycle.

Index by function name

[2] denoiseImage [4] readPPM [3] writePPM